Chapter 3

The Nature of Software Development

To do something well, it helps to understand it. I think we all want to do a good job as software developers, and I think we will have a better chance of doing so if we take a little time to investigate the nature of what we are doing.

Once upon a time, I was a Boy Scout. My troop was planning a white-water rafting trip down the Colorado River in the eastern part of California, just above the Imperial Dam. We were given safety training before the trip began, and one thing they emphasized was what to do if we fell out of the raft, which was a distinct possibility in some of the rougher sections.

They said, “If you become separated from the raft:

1. Keep your life vest on, and
2. Do not fight the current.”

Keeping your life vest on means you will be less dense than the water (which is why you float), and not fighting the current means you will not run into the rocks. The current, after all, goes around the rocks, not through them, and as you will be less dense than the water, it will be able to take you around them too.
This can be uncomfortable. The water can go through narrow defiles that are not fun for a person to go through, but it will not slam you into a boulder that can injure you or kill you. So, do not fight it. Let the nature of the river take you.

This lesson has many implications in life, but here I am suggesting that software development has a nature, a way it "wants" to flow. If we follow this by coming to understand it and then align ourselves with it, then everything will get easier, less dangerous, and ultimately more successful.

I’ll begin with the notion that software projects fail more frequently than they ought to, and examine why this might be. I’ll examine some of the fundamental assumptions that underlie the traditional view of the nature of what we do, and then look for ways to change these assumptions in the light of what we now have come to understand about software and its role in the world. Finally, I’ll show how this new understanding will impact the choices we make, the qualities we emphasize, and how design patterns can help us to accommodate change in systems.

---

We Fail Too Much

For most of my adult life and some of my teenage years, I have been writing programs. I started using Basic and Pascal and then moved on to C and to other languages, including such esoteric and unusual examples as PL1 and Forth.

Moving from language to language, platform to platform, era to era, much has changed. But there are some fundamentals that seem to have held their ground. We have looked at some of them (side-effects, for instance, always seem to be a concern).

One of these constants, perhaps the one that has stuck in my throat the sharpest, is the notion that the failure rate of software projects is way, way too high.

Of course, for the majority of my career I was never sure if this was just my own experience; maybe I was just not very good at this stuff. I would ask other people, friends and colleagues
who also "cut code" and they would tell me their war stories, projects they had been on that had
gone disastrously wrong.

But, I also knew that people like to tell stories like that. It is human nature; war stories are
dramatic, exciting, and often lead others to try and "top" them in the sort of round-robin, coffee-
klatch conversations that developers often get into.

So, was it just me, this low rate of success? What did I even mean by success, anyway?

I was pretty much responding to a feeling: I did not have the confidence that I would like to
have, I did not feel like I had a "handle" on things a lot of the time.

---

**Definitions of Success**

What defines success in software development? In summary, a software development project is
successful if it delivers the value expected for no more than the cost expected. This means:

- The software is ready on time.
- Creating the software cost what it was supposed to cost.
- The software does what it needs to do.
- The software is not crippled by bugs.
- The software gets used, and does make a positive impact. It is *valueable*.

The first two are, of course, very often related to each other. The time we spend to make
software is a big part of the cost, because the largest cost is developer time in the vast majority of
projects.

However, I have been on projects that delivered on time, but required the efforts of a lot more
developers than was planned for, so the project ended up costing more. Either way, when we are
late or over budget we harm the business we are trying to help – they often have plans contingent
on the release of the software, and having to change those plans can be expensive, and can sometimes harm their relative competitive position in the marketplace.

The third point, which could be called "functional completeness", is of course a relative thing. Software could always "do more", but the real question is whether the software does the most critical things it was needed to do, and therefore has a potential for a positive impact that is commensurate with the cost and effort it took to make it.

No software is free of bugs but there is a clear difference between software that fundamentally works, with a bug here or there that will have to be remediated when found, and software that is so buggy as to be unusable.

Sometimes software that is delivered "on time, on budget" is really not actually done when it is shipped, and this becomes clear when we find a lot of bugs, or find that a lot of crucial features are missing.

In the final analysis, the real critical issue is: are they using it? How much value is it producing in the world? I think that sometimes we have taken the attitude that this is not in our scope, not our problem. We made it, it does what we promised, and it works, so if they do not use it then that is their problem.

I do not feel that way anymore. I don’t think we can.

First, if the software is not being used, why is that? Perhaps the problem it was intended to solve has disappeared, or changed so much that the software no longer addresses it well enough. Perhaps the customer was wrong when they asked for features x, y, and z, and found out too late for me to change what I was making. Perhaps the software works, but is too hard or unpleasant to use, and people shy away from it.

Whatever the reason, software that sits on the shelf, unused, has no value (see "Appendix C: The Principle of the Useful Illusion" for my thoughts on this). In a sense, software that "exists"
only as little reflective dots on a CD-Rom, and is never running, does not really exist at all in any useful way.

I do not want to spend my time on valueless things that do not really exist, do you? I think one of the attractive things about software development, at least to many of us, is the idea that we can make things and that these things actually work (and do something useful). That an idea, something that starts in my mind, can have a life outside of my personal domain… it is a little bit magical, and it is what got me hooked on computers and computing in the first place.

Also, I want to go on doing this. I want to have lots of opportunities, and to be able to choose from a wide variety of projects, choosing the one(s) that are most interesting to me. If software does not deliver sufficient value to the people who pay for it, I don't think this is likely to happen.

So, if we can agree that this checklist is right (or at least close to right) then the question remains: how are we doing? Luckily, someone took on the task of answering this question for us.

The Standish Group

In 1994, a think tank known as The Standish Group\(^1\) set out to answer this question. For over ten years, they studied a whopping 35,000 development projects and evaluated them in a number of ways. Their definition of "success" was nearly identical to the 5-point checklist I outlined above.

The report they produced is long and detailed, but the overall, bottom-line numbers were shocking and, well, believable to anyone who has ever been involved in making software.

Projects that "hit all the marks" were called successful, of course. Those that were utter disasters, those that used up time, resources, and energy but were ultimately cancelled without producing anything were called failed. And, of course, there are many, many projects that end up with something, but which are late, too expensive, very buggy, etc… and these they called

---

\(^1\) [http://www.standishgroup.com](http://www.standishgroup.com)
only 16% of the projects were classified as successful! The majority of projects, 64%, were classified as challenged, and 20% were considered failed.

Troubling.

First of all, as a teacher I can tell you that very few developers, even today, know about these numbers. On the other hand, people who pay the bills for software development know them very well.

They know them and they sometimes think they can explain them. The interpretation I hear most often from project stakeholders when they quote these numbers is that software development is not conducted in a predictable way and that the processes that control it are too chaotic. Some even go so far as to say that software is not really developed in a professional manner, that software developers do not really focus on delivering business value – they just want to be involved with the cool tools and work around neat-o computers. I have even heard some business people express the opinion that developers actually like to deliver buggy code so that they can be paid to fix the bugs. Either way, the image that a lot of non-technical business people have about software developers is basically that of the closeted nerd: unsocial, arrogant, and unconcerned with the needs of "normal" people.

The failure rate suggested by the Standish Group study would seem to fit this view.

I travel and teach all over the country, and overseas as well. I have met more software developers in the last six months than you will likely meet in your whole life. The clear impression I get from meeting so many developers in so many parts of the world is that the notion that we, as a group, do not care about doing valuable work is dead wrong.

I will admit that I used to know a few guys like that, back in the 70's and early 80's. There were developers who would over-estimate their projects on purpose, and spend most of the time playing games or hacking. The image of the software developer as basically the "comic book guy" from “The Simpsons” was a part of the mythology of the time.
But those guys – if they ever did exist – are pretty much gone. Sadly, the image continues to live on. So, if you feel, from time to time, as though you are not trusted by the people who pay you to make their software, there might be some truth to that.

Besides the waste involved, there is another reason these numbers are so disturbing. I suspect that those projects called challenged and failed above, which in the Standish study amounted to 84% of all projects, are quite often those death-march experiences that burn out developers.

We cannot afford the high turnover that has become commonplace in the software development industry, but it is unrealistic to think that your average adult developer will stay long in the business after he or she has gone through 2, 3, 4, or 5 projects that required late nights, weekends, hostile and panicked managers, and an exhausting lifestyle that is hard to maintain.

Also, universities are seeing notable declines in enrollment in their computer science and computer engineering programs. It seems that the next generation does not view our business as all that attractive, and part of that might be the impression that the "death march" is the normal way software is made.

So, one way that this book could potentially be valuable to you would be if I could suggest a way to improve on these numbers. If we were more successful, then this would have at least three very positive effects:

- Software would be developed in a more effective/efficient manner.
- The people who control the purse strings of development would trust us more, would treat us more like professionals, and would tend to be less controlling, and
- We would be able to sustain long-term development careers more reliably.

I am going to try to do that, but first we have to examine another troubling piece of data from that same study.
Another rather stunning figure from the Standish Group study concerned the number of features in the average piece of software that actually end up getting used. Figure 3.1 summarizes their findings.
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**Figure 3.1**

*Breakdown of features by usage*

Yes, you are reading that correctly. It says that 45% of the features we, as an industry, put into software are *never* used by anyone. Never.

If that does not bother you overly much, then think of it this way: That 45% represents our time; time to analyze, design, code, test, debug, redesign, re-code, re-test, and then finally deploy features that no one wants, no one needs, and no one will use. How much better could you do your job if you had 45% of your time back? Furthermore, this means that 45% of the code we are writing represents needless complexity. We are adding classes, tests, relationships, etc... that are never needed and are almost certainly in our way when we are maintaining the rest of the system.
Also, take note: the percentage of use is consistently smaller as features are used more often… "Rarely" is 19%, which is less than "Sometimes", which is 16%, and so on down to "Always", which is a mere 7%.

We get this wrong, not only at the extremes of "Never" and "Always", but at every point in between.

Why? What is it about our process that drives us to make the wrong things, more often than not? If we could figure out a way to stop doing that, or even just a portion of that, this alone could improve our lot significantly.

______________________________

Doing the Things Wrong

I teach quite a lot. This gives me access to lots of developers, day in and day out, and so I like to ask them questions about how things are going for them, and why they think things are the way they are.

In my most popular class, which is about patterns, I begin by throwing a question out to the entire class:

"How many of you have been on a failed project, or one that was significantly challenged?"

Naturally, they all raise their hands.

Next, I ask:

"What happened?"

I can tell from their faces that this is a question they were not expecting, and one that likely they have not been asked much before. Sometimes a largely unasked question leads us to very valuable discussions.

______________________________

2 I used to start by asking "how many of you have been on a completely successful project?" The fact that almost nobody ever raised their hands at this point was too depressing, especially to them, so I stopped asking that one.
Anyway, I listen and write their responses on the whiteboard. Here are some very typical responses:

- The requirements changed after we were pretty far into developing the code.
- My project was dependant on another project, but we did not get what we expected from the other team, and so we had to change our stuff to match what they did.
- The customer changed their minds. A feature they were sure they did not need ended up being important, because the marketplace changed while we were developing the software.
- We did not realize the best way to get a key feature to work until we got well into the project.
- The technology we were using was unreliable, and so we had to change horses in mid-stream.
- The stakeholders imposed an unreasonable schedule on us.
- We committed to a schedule we could not, we later determined, meet.

…and so on. I have gone through this process dozens of times, in large and small companies, with individual developers in public courses, here in the U.S. and abroad, and the answers are basically always the same.

Looking for a through line, a common element that seems to underlie all or most of these "causes of failure" consistently drives us to the same conclusion. There is a thing that makes us fail, and that thing is Change.

Requirements change:

- Our customers do not know what they want, or
• They know what they want but they don't know how to explain it, or
• They know and can explain what they want, but we misunderstand them, or
• They know, can explain, and we get it, but we miss what is important, or
• all of this goes right… and the marketplace changes around us anyway, and so
  things have to change.

Technology changes. Fast. Faster all the time. I do not think there is much point in hoping
that this is going to stop, that we're going to finally have a stable environment in which to develop
our software.

Change has been, traditionally, our enemy, and I think we have known it for a long time.

Who would rather work on maintaining an old legacy system, as opposed to writing
something new? I ask that question a lot too, and rare is the developer who would choose
maintenance.

Maintenance is, of course, change. Change is a chance to fail. Nobody wants to be the one
who broke the system. Nobody wants to be the one who's going to have to stay late, or come in
this weekend, and fix the thing.

And so, we find ways to avoid making changes.

Sometimes we put a contract or a control board between ourselves and our customers. Sign
the contract, and they cannot change the spec. They cannot change the spec unless they jump
through a series of hurdles which are designed to discourage them from making the change at all.

But even if that works, it does not work. Remember that fifth metric of software success?
The software has to be used, it has to deliver value. If it does the wrong things, even if they were
the things in the signed contract, then it will fail in this respect.

Another approach is to try to create a design that is set up to change in any possible,
imaginable way.
But even if that works it does not work. This is typically called “over-design” and it creates a whole other problem: systems that are bloated at best and incomprehensible at the worst. Plus, my experience is that the one thing that comes along to derail you later is the one thing you didn’t think of in the over-design. Murphy’s Law, as they say.

So… what do we do? How can we safely accommodate the changes our customers want, and likely need? What has made us so brittle?

Why did we ever try to develop software the way we did (and the way some people still do)? Examining this question can lead us to some interesting conclusions, and can perhaps give us some guidance that will help us to continue this upward trend, and perhaps even speed things up.

---

**Time Goes By, Things Improve**

The initial findings quoted above are from the first “Chaos Report,” which was issued in 1994. Since then, Standish has updated these finding each year, basically taking on a year’s worth of data and allowing the oldest data to fall out.

We are doing better; that’s the good news. The failure rate, for instance, had dropped from 20% to 16% by 2004, and the rate of success had almost doubled, up to 34%. Taken together, failed and challenged projects still dominate, but the trend is definitely taking us in the right direction.

Jim Johnson, the chairman of the Standish Group, has said that a lot of this improvement has come from the trend toward developing software in smaller pieces and from a renovation in the ways projects are managed. That makes sense to me. However, even in 2004, according to Standish, we still wasted over $50 billion in the United States alone. We’re on the right track, but we have a lot farther to go.

---

One Reason: The Civil Engineering Analogy

Back in the day when micro-computers\(^4\) first hit businesses, they arrived on the scene (in many cases) without a lot of planning. It was very hard to predict what the impact of small, interactive systems would be on business processes, productivity, the nature of the workday, etc…

At the same time, a lot of software developers were ahead of the curve on this; very early micros (like the Apple II, the Heathkit, and the TRS-80) were sold more to hobbyists and experimenters than businesspeople. Naturally, these were often the people who were later called on to write the software for these new PC's that started 'showing up' in the workplace.

That was how I started, in broadcast television and radio – making software was not my "job", but people had heard that I had built my own computer and knew how to "program," and would ask me to write things for them since, at that time, very little software existed for the PC, especially the vertical-market software that would apply specifically to broadcasting. Many of my friends and colleagues were experiencing the same things in banking, insurance, education, and other industries.

In those days, software seemed to sort of "happen," but it was extremely difficult to predict when, or what it would do, or what it would be like. This was probably annoying to stakeholders, but acceptable since software was only a fringe issue for most businesses.

All that changed in the eighties with the introduction of inexpensive "clone" computers.

In a remarkably short few years, PC's were everywhere, and the vast majority of business processes, including very critical ones, had moved to the PC and therefore to software. It was rather shocking how fast this happened, and most people did not realize it had until it was already a done deal.

\(^4\) They were not even called "PCs" yet because they were relatively rare.
Business people suddenly realized how very vulnerable they were to the software used to run their business. The software’s quality, when new software would become available, what it did and did not do, and so forth had a profound impact on a company's well-being.

In the mid 90's, the CBS Network hosted a "new media conference" in Chicago, where the primary topics included the impact of the internet on broadcasting, and just exactly how the affiliate stations could get control over their exploding automation. Most of the people in attendance were station managers; I was one of the very few "techies" there, and as such was a very popular person to have at your dinner table. These guys were pretty worried.

They knew, and I knew, that the development of software had to be brought under some form of management, that developers had to be accountable to and supported by some kind of process. The chaotic style of developing software was producing chaos in business, and this had to stop.

Business people also knew that they had no idea how software development worked, or how one could control it. They also did not consider the making of software to be a professional activity, so they didn't ask us (not that we would have known what to do if they had).

What they did was to look around at the other industries they did understand, to try and find an analog or metaphor that could guide them. A lot of different things were tried, but what was settled on was what came to be called "The Waterfall".

The idea was that software is essentially like building a large, one-off structure, like a bridge or a skyscraper. The project is complex, expensive, and will be used by many people. We never build the same thing twice, but there is a lot of repetition from one edifice to another.

We all know this process, or something like it:

1. Analyze the problem until you "know it", then document this.

2. Give this analysis to designers who will figure out how to solve this problem, with the given constraints, using software, and then document this design.
3. Give the design to the development team, who will write the code, and then…

4. Hand it off to testers to do the quality assurance. Once the testers sign off, we…

5. Release the code.

   This has been remarkably unsuccessful, but you can understand the thinking.

   Before we build a bridge we analyze the soils, find the bedrock, measure the high and low point of the river, figure out how many cars it will have to handle per hour at peak times, research local laws, see how the bridge will interact with existing roads and structures, if ships can clear it beneath, etc… then get an architect to design a bridge that meets these requirements.

   If he does the job correctly then the construction team's job is simply to follow this design as accurately and efficiently as possible. Many of the "engineering disasters" that have become famous in recent history can be traced back to changes, seemingly insignificant, that were made by the construction team to the plan prepared by the engineers. Because of this, the virtues of construction are considered to be compliance and accuracy, not invention.

   The tester (the “building inspector”) comes last, to make sure the bridge is safe, work up a punch list for changes, and then finally approve it for use. Finally, the cars roll onto it.

   The problem is that analysis for software development is not really like analysis in engineering.

   When we analyze, we are analyzing the requirements of a human business process, in which very few things are fixed. To communicate what we find, we do not have the highly precise languages of geology, law, hydrodynamics, and so forth to describe the situation; we have the relativistic language of business processes, which does not map well to technology. Thus, communication is "lossy."
And even when we get it right, business processes and needs change, as do our perceptions as to what was needed in the first place. Bedrock *is* where it *is*, and will *still* be there tomorrow, but people change their minds about how they should run their businesses all the time.

They have to. The market changes around them. In fact, the realities, priorities, and constraints of business are changing at a faster rate every year. Also, the variations in software systems are generally much greater than the variations encountered when building the 247th overpass on Interstate 5.

Also, the analog to the "construction" step in civil engineering would seem to be the "Coding" step in software development. I think that is a misunderstanding of what we really do when we code. If the virtue of "construction" is compliance and accuracy, then I would equate that to the compile, not the coding process. If so, then where does the creation of code fit? Analysis? Design? Testing? This would seem to be a pretty important distinction to make, and yet we have traditionally left it in the "Construction" position.

So, given our failure rate, why have we continued to develop software like this?

---

**Giving Up Hope**

Of course, one reason we have not changed the way we do things is because most of us have assumed the problem is not the process, but ourselves. In other words, we have tended to believe that the reason the waterfall process does not succeed very often is that we are not doing it right.

Software developers have often been thought of as arrogant. I do not think most of us are; I think we are actually very self-questioning, and tend to lack confidence. This can sometimes come off as arrogance, but in general, self-assured people don't have to brag.

Lacking any defined standards, software developers have traditionally had no way to determine, for themselves, if they were really *good* at their jobs. Without any notion of what
makes a good developer, we live and die by our latest success or failure. This lack of a set of standards is part of what has kept us from becoming the profession we should be, in my opinion.

So, because we tend to worry that the failures in our projects stem from our own faults, we do not suspect that the problem might be the methodology itself.

Einstein said it: "Insanity is doing the same thing over and over again and expecting a different result."

I think we have been a little bit nuts. Well, maybe not nuts. Maybe just hopeful.

Think back to your high school mythology class and the story of Pandora's Box. Pandora, the myth goes, opened a box and unwittingly released all the evils of the world. The last thing that emerged from the box was hope.

When I was a kid, upon hearing this tale, I thought "Awwwwww. Well, at least we have hope!"

No, no. That is not the point. Instead, the point is that hope is evil.

As long as we hope that this time we will get the requirements right, and stable, then we will keep doing things the way we always have. If we hold out the hope that this time we will be able to write code without bugs, then we'll keep writing it as we always have. The hope that this time we will be on time, be on budget, just be better, will keep us from changing what we do.

We give out T-shirts at our courses with cartoons and pithy phrases on them, and by far my favorite shirt says:

"I feel so much better since I gave up hope".
Ignoring Your Mother

Another reason that many of us probably stuck with the waterfall is that it seems to follow the advice our mothers gave us: "Never put off until tomorrow what you can do today."

Waiting is procrastinating, and procrastination is bad, right?

Well... not always. I did some work for a company that created security systems for AS400 computers, in Java. When I started that project I did not know anything (at all) about AS400's, only a modicum about security, and only the aspects of Java that I had used before; certainly nothing about the nuances of Java on the AS400.

After I had been on the project for a few months I knew a lot about AS400's, a lot about security, especially as it applies to that particular operating system (OS400), and a lot about Java as it is used in that environment.

Anyone who has coded anything significantly complex at some point in their career will tell you that midway though the coding they have become much more knowledgeable about the business they are automating, whatever it is.

Spend six weeks writing code for an embroidery machine and I guarantee you will know more about embroidery afterward than you ever knew (or wanted to know) before. Why not capitalize on this fact, and let what we learn (later) influence and improve the design?

Mom said "do not put things off." She is right about that when it comes to some things, maybe most things, but not here. I should put off everything I can, because I will be smarter tomorrow than I am today, in just about every way.

Of course, the key to making that work lies in knowing what you can put off and what you cannot.
**Bridges Are Hard, Software is Soft**

There are advantages to the "softness" of software that the waterfall-style approach TP software development does not allow us to capitalize on.

Once you have laid the foundation for a skyscraper and put up a dozen floors, it is pretty hard to move it one block to the north. That is the nature of physical construction, and that is why architectural plans are generally not made to be changed; the cost of change is usually too high, or even impossible.

In software, however, there are ways of designing that allow for change, even unforeseen change, without excessive costs. Those "ways" are a big part of what this book is about.

**We Swim in an Ocean of Change**

One crucial aspect of success for any endeavor is to understand and react to the environment around us. When life gives you lemons, you make lemonade. You can try to make ice tea, but you are always going to be struggling to make it taste right.

It may well be that a process like the waterfall was appropriate at some point in the history of computers. Those who worked in data processing, for example, did tend to follow a very similar process, with a reasonable degree of success.

But the pace of change, the nature of change, and the ubiquity of change has altered the forces driving our success. The pace of change in business is on the rise. The pace of change in technology is on the rise. People change jobs, teams, and organizations much more frequently than ever before. The internet has driven commercial change to a much higher rate than ever before.
And there is more to come. Computers, technology, and therefore software are permeating every aspect of our lives, and as we move faster as a species as a result of technology, technology will have to move faster as well.

---

**Accept Change**

So, give up hope and ignore your mother.

The first step to making a positive change is realizing that what you are doing now does not work. Requirements, technologies, priorities, teams, companies, everything will change. (See Figure 3.2) There are things you cannot know until you know them. Give up.

![Figure 3.2](image)

*The futility of fighting change*

Now, if we accept these things, we can ask ourselves this question: "given all that, what would a really powerful way to make software look like?" That is a good question, the right
question, and it is the question about which many of our colleagues today are concerning themselves.

I am not sure we know the answer yet, but I think we are getting close, and we are certainly a lot closer to answering it than we would be if we had never asked.

Change is inevitable. Our process must be a process, therefore, of change.

---

**Embrace Change**

So, what is being suggested now, first by the fellows who dreamed up eXtreme Programming (XP)\(^5\), and then later by the entire "Agile" movement\(^6\), is that we work in relatively short cycles (two weeks, a month, etc…), and that in every cycle we do every "step" – analysis, design, testing, coding – and then let the customer look at what we have done and tell us if we are on track or not.

Each cycle allows us to adapt our design to what the customer has told us, and also capitalize on what we have learned about his domain by working on the system in detail.

Part of what makes this work is *time boxing*, the idea that we limit the length of time we will work on a system before we stop and get what we have done so far validated (again, read appendix C for my views on this).

The value of this is manifold, but right off we can see that it will prevent us from trying to predict too much. If *validating* the software is part of *making* the software, then we will not try to gaze into our crystal ball and predict what we'll be putting into the iteration two months down the line; we will wait until we see how *this* iteration went.

---


\(^6\) [http://www.agilealliance.org/home](http://www.agilealliance.org/home)
It is also an acknowledgement that these "phases" (analysis, design, code, test) are really highly interrelated:

- Your design is a reflection of your problem domain – while determining the design, insights on the problem domain, and therefore requirements, arise.
- Coding gives you feedback on the practicality of your design, and also teaches you about the problem domain.
- Considering the testability of a design can help you evaluate its quality (more on this later).
- Often we come up with questions while designing, coding, or especially testing, which inform our analysis of the domain.

In other words, working incrementally changes "I wish I had thought of this sooner" to "Now I get it, let's do it this way." It is a fundamentally stronger position to be in.

**Capitalize on Change**

Agile processes are, among other things, an acknowledgement of the realization that software development is like… software development. It is not really fundamentally like any other activity.

We are in the midst of defining a process that uniquely suited to the nature of our particular beast, which should go a long way toward making us much more successful.

It is also, I submit, another aspect of software development evolving into a true profession. We do not make software the way anyone makes anything else. We have our own way, because what we do is relatively unique, quite complex, and requires special knowledge and skills.
Maybe that is part of what makes something a profession. Doctors do not work like carpenters. Lawyers do not work like teachers. Complex, unique activities tend to find their own process, one that suits them uniquely.

That said, it can be tricky to code in an agile process, where change is not only allowed for, but expected (and happens more frequently). If we ask the customer every couple of weeks if we are on track, there will generally be things that are not quite right, and so the answer will rarely be "yes, that is fine". Since we are asking for validation more frequently, we will be making changes more frequently.

Heck, even if we do get it perfect, it is human nature for the person being asked to validate the software to find something wrong. They need to justify their existence…

A couple of pages back I wrote that "there are ways of allowing for change, even unforeseen change, without excessive costs." I wonder how many of you let me get away with that.

"There are ways" is pretty vague, and that is an awfully important issue if, again, we are going to be allowing the customer (and ourselves) to change things more frequently.

Fortunately, this book is also about how patterns promote professionalism, and the value they bring to an evolutionary process. Pick any pattern you like and whatever else it does, I guarantee that it makes your design easier to change. Here are a few examples which should be familiar to you if you have studied design patterns already. (If you have not yet studied them, I have included in Appendix B descriptions of all of the patterns I use in this book).

**Strategy:** The Strategy pattern enables the programmer to substitute an algorithm or business rule without affecting the code using the rule. This makes it easier to add new implementations of an algorithm after the design is in place. So, if you are amortizing the value of fixed assets, and the customer says "oh by the way" in the final month of your project, telling you about some "other" method of amortization he will need, you can "plug it in" more easily if you used a Strategy to vary it in the first place.
**Decorator:** The Decorator pattern is designed to enable you to add functionality in front of (or after) the main entity being used, without changing the entities that use. This makes it easier to add new functions, in different combinations and with varying numbers of steps, after the design is in place. So, if your customer has reports with headers and footers, and then suddenly remembers a special case where an additional header and two additional footers are needed, you can add the functionality without changing what you already created, if you used a Decorator to encapsulate the structure of the reports, and the number and order of the headers and footers in the first place.

**Abstract Factory:** The Abstract Factory pattern controls the instantiation of sets of related objects used under particular circumstances. If you design your main code so that it can ignore the particular implementations present, then it can let the Abstract factory decide which particular objects to use. This makes it easier to accommodate an entire new case. So, if you design the system to run on Unix and NT, and then the customer realizes that, in this one case he forgot about, it needs to be deployed on Solaris, an Abstract Factory would allow you to add an entire new set of device drivers, without changing anything else in the codebase.

Of course, if you are *not* already up to speed on these patterns, fear not. We will dig into them more fully later in the book7. What is important here it the realization that they are not just cool ideas, or clever bits of code. They are part of the fabric of our profession.

Patterns were and are discovered, not invented. Something becomes a pattern because it worked, because it helped someone else achieve a better design at some point in the past, and that person recorded this success and passed it on to you. Just like carpenters, masons, and lawyers have been doing for centuries.

---
7…and others have written some awfully good books on the subject. See Appendix D. Also, we’ve created a pattern repository for collecting this information. See Appendix B.
And, just like their patterns helped them create their own unique processes for their fundamental professional activities, so do ours.

- Patterns support agility, even though patterns were originally discovered before agility became a force in our industry. Agility, in turn, helps codify a unique process for software development, and this helps define a professional community.

- Patterns help us to communicate, and to define what we are doing within the unique and specific boundaries of the software development profession. Moreover, the communication that patterns enable is not merely implementation-speak, but captures nuance, wisdom, caveats, and opportunities.

- Patterns provide a clear path to entry for new developers, who are seeking the repository of knowledge from the profession they aspire to engage. Studying patterns is a clear way to strengthen your grasp of good design.

This is why, at Net Objectives, we teach patterns in this way. Not as "reusable solutions" but instead as professional best-practices. How a pattern is implemented will depend on the specifics of the problem domain, the language and framework being used, etc… but the value of the pattern is always constant. This turns the study of patterns into a much more valuable pursuit.

Once patterns are understood at this level, however, a new and more interesting way to think about them emerges. In Shalloway and Trott's book, Design Patterns Explained: A New Perspective on Object-Oriented Design, they discuss:

- The principles exemplified by patterns

- The practices suggested by patterns

- A way to apply these principles and strategies in software development generally, even when a particular pattern is not present
This new way of thinking about patterns moves us even closer to becoming a profession as we identify universal principles that inform software development. As patterns become more prevalent a greater sharing of terminology, thought processes, concerns, and approaches becomes more widespread.

A Better Analogy: Evolving Systems

So, what is the nature of software development? Once upon a time, someone said:

"All software systems decay over time to the point that, eventually, replacing them is less costly than maintaining them."

This was stated as an inevitability, and I think we have tended to accept it as the truth (see Figure 3.3). Well, I may be embracing change, but I am rejecting this “truth.”
An inevitable truth?

If change is inevitable then I would agree that decay is inevitable only if change must always be decay. I think it has tended to be like this because we, as an industry, have not focused ourselves on making code inherently changeable. Our tradition, even if you take it back just a few years, is based on the idea that:

- There is relatively little software in the world
- Computers are very slow, so performance is the main issue
- Memory and storage are expensive, and the technology is limited
- Computers are more expensive than developers

If you make it faster, you are on the right track, right? Once upon a time, perhaps, when performance constraints were often make-or-break… but today?
• Computers are now a lot faster than they were then (orders of magnitude)
• Memory and storage are cheap, and getting cheaper, vast, and getting vaster
• We have a lot more software to deal with.
• Developer time is a major expense in software development, maybe the main expense

Computers are only going to get faster and more pervasive in our lives. And software is a lot more important today than ever in the past. Go get an MRI: your doctor will be using software to find out what is wrong with you. Call 911 on your cell phone: software sends the police to your aid. And tomorrow, who knows what software will be doing for us?

Look again at Figure 3.3. Do you want to fly in an aircraft that is primarily controlled by software that has decayed to the point where it is "really bad, but not quite bad enough to throw away yet"? No? Neither do I. That is why "hacking it in", which was how we used to make changes, will not hold water any more.

Ward Cunningham, of the XP Group, says that when you make this kind of change you are incurring "code debt". It is like putting something on a credit card because you cannot afford to pay for it right now.

Will it cost more or less later on? If it is hard to fix the problem properly now, will it be easier in a few weeks when the code is no longer fresh in your mind, and when the hack you put in today has caused three other, interdependent problems to emerge?

What if I did the right thing now? The argument against this, of course, is that it will cost more to do things right. I am not sure I buy that, but even if I did, I would say that the cost spent now is an "investment", as opposed to a "debt". Both things cost, but investments pay off in the future.

So I favor the approach shown in Figure 3.4.
I say that decay is not inevitable if we refuse to accept it.

For this to be true, we must assert several things:

- We need something like the Hippocratic Oath: "First, do no harm." I do not expect my software to be perfect (ever), but I think it is reasonable to hold myself to the basic standard that every time I touch it, I will take care not to make it any worse.

- We need to center ourselves on the notion that validating software (with those who will use it) is part of making the software.

- We need to code in a style that allows us to follow this "do no harm" oath.
So, what is that style? What is "harm"? What is the nature of maintainable code? How can we accommodate change if we are accepting that we don't know what/where it is when we start our project?

If we can answer these questions, then we can be responsive. We can change our code in response to what we learn, when we learn it. We can keep the quality high, allow the customers to ask for new features when their business changes, and watch the system get more and more and more appropriate to the problem it is designed to solve.

My word for this is evolution. I think it is the essential nature of software development to be evolutionary; that this has always been so, and that the failure and pain in our industry comes from trying to make it all work some other way, like science or engineering or manufacturing or whatever.

---

**Evolution Versus Natural Selection**

I know I am putting my head in the lion's mouth when I use a word like *evolution*. But I do not want to re-try the Scopes Monkey trial again. I am not talking about natural selection and the origin of the species here.

Evolution is a more general concept, and here I am talking about a conscious process of change, something we as humans do on purpose.

Therefore I do *not* mean:

- **Random mutation.** I do not mean we should just try any old thing until something arises as workable. We always do the best we can; we just give up hope on certainty.

- **Natural Selection.** I do not expect this just to happen on its own.
• **Millions of years.** Schedules tend to be a little tighter than this.

By "evolution" I *do* mean:

• Incremental, continuous change.

• The reason for the change is *pressure* from the domain.

• This pressure is a positive force (we finally understand a requirement, or the requirements change in a way that will help solve the problem better, etc…)

• That our response to the pressure is to change the system in a way that makes it more appropriate for the problem at hand.

This makes change a positive thing, because change means improvement, not decay. It means we have to be more than "willing" to change our code; we have to be eager to do so. That is a big shift for most of us.

___________________________________________________________

**Summary**

I attempted in this chapter to establish that the nature of the software development is best characterized as one of evolution. The purpose of this book is to examine this notion of software development as evolutionary by nature, and then to enable it, support it, and give you the power that comes from developing in this way. If you agree, then read on.
Business-Driven Software Development (BDSD) is Net Objectives’ proprietary integration of Lean-Thinking with Agile methods across the business, management and development teams to maximize the value delivered from a software development organization. BDSD has built a reputation and track record of delivering higher quality products faster and with lower cost than other methods.

BDSD goes beyond the first generation of Agile methods such as Scrum and XP by viewing the entire value stream of development. Lean-Thinking enables product portfolio management, release planning and critical metrics to create a top-down vision while still promoting a bottom-up implementation.

BDSD integrates business, management and teams. Popular Agile methods, such as Scrum, tend to isolate teams from the business side and seem to have forgotten management’s role altogether. These are critical aspects of all successful organizations. In BDSD:

- **Business** provides the vision and direction; properly selecting, sizing and prioritizing those products and enhancements that will maximize your investment
- **Teams** self-organize and do the work; consistently delivering value quickly while reducing the risk of developing what is not needed
- **Management** bridges the two; providing the right environment for successful development by creating an organizational structure that removes impediments to the production of value. This increases productivity, lowers cost and improves quality

### Become a Lean-Agile Enterprise

All levels of your organization will experience impacts and require change management. We help prepare executive, mid-management and the front-line with the competencies required to successfully change the culture to a Lean-Agile enterprise.

**Prioritization is only half the problem.** Learn how to both prioritize and size your initiatives to enable your teams to implement them quickly.

**Learn to come from business need not just system capability.** There is a disconnect between the business side and development side in many organizations. Learn how BDSD can bridge this gap by providing the practices for managing the flow of work.

### Why Net Objectives

While many organizations are having success with Agile methods, many more are not. Much of this is due to organizations either starting in the wrong place (e.g., the team when that is not the main problem) or using the wrong method (e.g., Scrum, just because it is popular). Net Objectives is experienced in all of the Agile team methods (Scrum, XP, Kanban, Scrumban) and integrates business, management and teams. This lets us help you select the right method for you.

### Assessments

See where you are, where you want to go, and how to get there.

### Business and Management Training

- Lean Software Development
- Product Portfolio Management
- Enterprise Release Planning

### Productive Lean-Agile Team Training

- Team training in Kanban, Scrum
- Technical Training in ATDD, TDD, Design Patterns

### Roles Training

- Lean-Agile Project Manager
- Product Owner